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**Цель работы.**

Изучение текстовых строк как массивов символов и способов работы с ними.

**Основные теоретические положения.**

**Массив** представляет собой индексированную последовательность однотипных элементов с заранее определенным количеством элементов. Все массивы можно разделить на две группы: одномерные и многомерные. Элементы массива нумеруются с нуля. При описании массива используются те же модификаторы (класс памяти, const и инициализатор), что и для простых переменных. Объявление в программах одномерных массивов выполняется в соответствии со следующим правилом:

**<Базовый тип элементов> <Идентификатор массива>[<Количество элементов>]**

Так, например:

int ArrInt [10], A1 [20];

Обращение к определенному элементу массива осуществляется с помощью указания значения индекса этого элемента:

A1 [4] = -1200;

cout << A1 [4];

При обращении к конкретному элементу массива этот элемент можно рассматривать как обычную переменную, тип которой соответствует базовому типу элементов массива, и осуществлять со значением этого элемента любые операции, которые характерны для базового типа.

При объявлении массива его можно инициализировать определенными значениями:

short S [5] = {1, 4, 9, 16, 25};

Или:

short S [] = {1, 4, 9, 16, 25};

**Текстовые строки** представляются с помощью одномерных массивов символов. В языке C++ текстовая строка представляет собой набор символов, обязательно заканчивающийся нулевым символом (‘\0’). Нулевой символ позволяет определить границу между содержащимся в строке текстом и неиспользованной частью строки.

При определении строковых переменных их можно инициализировать конкретными значениями с помощью текстовых литералов:

char S1[15] = “This is text”;

char S2[] = “Пример текста”;

При выводе строк можно использовать форматирование (манипуляторы или функции потока вывода). Ввод текста с клавиатуры можно осуществлять разными способами. Непосредственное чтение текстовых строк из потока вывода осуществляется до первого знака пробела. Для того, чтобы прочесть всю строку полностью, можно воспользоваться одной из функций gets или get\_s.

Существует несколько способов поиска подстроки в строке:

1. Прямой поиск (линейный поиск) – это циклическое сравнение всех символов строки с подстрокой. Он является самым долгим. Одной из вариаций данного алгоритма является реализация таблицы включений.
2. Алгоритм Кнута-Мориса-Пратта – это эффективный алгоритм поиска подстроки в строке. Он основан на принципе, что при несовпадении символов между искомой подстрокой и текстом, можно использовать уже полученные результаты для пропуска частей текста, которые точно не совпадут.
3. Алгоритм Бойера – Мура считается наиболее быстрым среди алгоритмов общего назначения, предназначенных для поиска подстроки в строке. Его преимущество заключается в том, что ценной некоторого количества предварительных вычислений над подстрокой, подстрока сравнивается с исходным текстом не во всех позициях (пропускаются позиции, которые точно не дадут положительный результат). Поиск подстроки ускоряется благодаря созданию таблиц сдвигов. Сравнение подстроки со строкой начинается с последнего символа подстроки, а затем происходит прыжок, длина которого определяется по таблице сдвигов. Таблица сдвигов строится по подстроке так, чтобы перепрыгнуть максимальное количество символов строки и не пропустить вхождение строки в подстроку.

**Постановка задачи.**

Необходимо разработать алгоритм и написать программу, которая реализует следующие задачи:

1. С клавиатуры вводится последовательность, содержащая от 1 до 50 слов, в каждом из которых от 1 до 10 строчных латинских букв и цифр. Между соседними словами произвольное количество пробелов. За последним символом стоит точка.
2. Отредактировать входной текст: удалить лишние пробелы; удалить лишние знаки препинания (под «лишними» подразумевается несколько подряд идущих знаков); исправить регистр букв, если это требуется.
3. Вывести на экран слова последовательности в обратном порядке.
4. Вывести на экран ту же последовательность, заменив во всех словах первую букву соответствующей прописной.
5. Необходимо найти все подстроки, которые введет пользователь в имеющейся строке. Реализовать алгоритм линейного поиска и алгоритма Бойера-Мура.

**Выполнение работы.**

Код программы представлен в приложении А.

Описание кода и использованных алгоритмов:

При запуске программы перед пользователем появляется окно, в котором на экран выводится

1. Дается возможность ввести строку текста.
2. Исправленная строка.
3. Последовательность в обратном порядке.
4. Та же строка, но во всех словах первая буква заменена на соответствующую прописную.
5. Интерактивное поле, где пользователь может ввести подстроку, которую он хочет найти в строке.
6. Результат поиска с использованием алгоритма линейного поиска.
7. Результат поиска с использованием алгоритма Бойера – Мура.

Работа алгоритма и вывод на экран:
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Рис. 1. Поле для ввода строки.
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Рис.2 Исправленная строка.
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Рис. 3. Вывод строки в обратном порядке.
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Рис. 4. Вывод той же строки, на с заменой первой буквы слов на соответствующую прописную
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Рис. 5. Интерактивное поле для ввода подстроки

![](data:image/png;base64,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)

Рис. 6. Результат поиска подстроки с использованием линейного поиска и алгоритма Бойера – Мура.

Тестовые данные:

|  |  |
| --- | --- |
| String | Substring |
| Hello, world | world |

**Выводы.**

В ходе практической работы было изучение представление текстовых строк в виде массивов символом, а также способы работы с такими строками.

Приложение А

рабочий код

#include <iostream>

#include <stdio.h>

using namespace std;

unsigned factArrayLength(char\* stringArr) {

int length = 0;

while (stringArr[length]) {

length++;

}

return length;

}

int deletePunctuation(char\* arr, char character, char \*modifiedArr) {

int count = 0;

int indexModifiedArr = 0;

for (int i = 0; arr[i] != '\0'; i++) {

if (arr[i] == character) {

count++;

if (count <= 1) {

modifiedArr[indexModifiedArr] = arr[i];

indexModifiedArr++;

}

}

else {

modifiedArr[indexModifiedArr] = arr[i];

indexModifiedArr++;

count = 0;

}

modifiedArr[indexModifiedArr] = '\0';

}

return 1;

}

int deleteElipsisMarks(char\* arr, char character, char\* modifiedArr, int factLength) {

int count = 0;

int indexModifiedArr = 0;

for (int i = 0; i < factLength - 1; i++) {

if (arr[i] == character) {

count++;

if (count <= 3) {

modifiedArr[indexModifiedArr] = arr[i];

indexModifiedArr++;

}

}

else {

modifiedArr[indexModifiedArr] = arr[i];

indexModifiedArr++;

count = 0;

}

modifiedArr[indexModifiedArr + 1] = '\0';

}

return 1;

}

int changeLetterCase(char\* arr, int factLength) {

const int differenceBetweenLettersLatin = 32;

if (arr[0] >= 97 and arr[0] <= 122)

arr[0] -= differenceBetweenLettersLatin;

for (int index = 1; index < factLength - 2; index++) {

if (arr[index] == ' ' and arr[index - 1] == '.' and arr[index + 1] >= 97 and arr[index + 1] <= 122) {

arr[index + 1] -= differenceBetweenLettersLatin;

}

if (arr[index] == ' ' and arr[index - 1] != '.' and arr[index + 1] >= 65 and arr[index + 1] <= 90) {

arr[index + 1] += differenceBetweenLettersLatin;

}

if (arr[index] != ' ' and (arr[index - 2] != '.' and arr[index - 1] != '.') and arr[index] >= 65 and arr[index] <= 90)

arr[index] += differenceBetweenLettersLatin;

}

return 1;

}

void changeToCapitalLetter(char\* arr, int factLength) {

const int differenceBetweenLettersLatin = 32;

const int differenceBetweenLettersRussianSecondHalf = 80;

for (int index = 1; index < factLength; index++) {

if (arr[index] == ' ') {

if (arr[index - 1] >= 97 && arr[index - 1] <= 122 or arr[index - 1] >= 160 && arr[index - 1] <= 175)

arr[index - 1] = arr[index - 1] - differenceBetweenLettersLatin;

if (arr[index - 1] >= 224 && arr[index - 1] <= 239)

arr[index - 1] = arr[index - 1] - differenceBetweenLettersRussianSecondHalf;

}

}

}

void backwardArrayModification(char\* arr, int factLength, char \*backwardArray) {

int index = 0;

for (int i = factLength - 1; i > -1; i--) {

backwardArray[index] = arr[i];

index++;

backwardArray[index + 1] = '\0';

}

}

int linearSearch(char\* stringArr, char\* substringArr) {

int factLengthStringArr = factArrayLength(stringArr);

int factLengthSubstringArr = factArrayLength(substringArr);

int count = 0;

for (int i = 0; i <= factLengthStringArr - factLengthSubstringArr; i++) {

int j;

for (j = 0; j < factLengthSubstringArr; j++) {

if (stringArr[i + j] != substringArr[j])

break;

}

if (j == factLengthSubstringArr)

count++;

}

return count;

}

int checkWordAmount(char\* stringArr, int factLength) {

bool check = true;

int index = 0;

int count = 0;

for (index = 0; index < factLength; index++) {

if (stringArr[index] == ' ') {

if (count >= 10) {

check = false;

break;

}

count = 0;

}

else

count++;

}

if (check != true)

return -1;

}

int max(int numberOne, int numberTwo) {

return (numberOne > numberTwo) ? numberOne : numberTwo;

}

void badCharacterHeuristic(char\* stringArr, int size, int badCharacter[256]) {

int i, index;

for (i = 0; i < 256; i++)

badCharacter[i] = -1;

for (i = 0; i < size; i++) {

index = stringArr[i];

badCharacter[index] = i;

}

}

int searchBoyerMoor(char\* stringArr, char\* substringArr) {

int factLengthStringArr = factArrayLength(stringArr);

int factLengthSubstringArr = factArrayLength(substringArr);

int badCharacter[256];

int count = 0;

badCharacterHeuristic(substringArr, factLengthSubstringArr, badCharacter);

int shift = 0;

while (shift <= (factLengthStringArr - factLengthSubstringArr)) {

int j = factLengthSubstringArr - 1;

while (j >= 0 && substringArr[j] == stringArr[shift + j])

j--;

if (j < 0) {

count++;

shift += (shift + factLengthSubstringArr < factLengthStringArr) ? factLengthSubstringArr - badCharacter[stringArr[shift + factLengthSubstringArr]] : 1;

}

else {

shift += max(1, j - badCharacter[stringArr[shift + j]]);

}

}

return count;

}

int main()

{

int const approximateLength = 100;

char stringArr[approximateLength];

char finalModification[approximateLength];

int factLengthFinal, checkCorrectness = 1;

cout << "Enter your string (!NOTE Your string mast contain 1 to 50 words, and each of them should consist of 1 to 10 letters and/or numbers; the string should end in \".\")" << endl;

cin.getline(stringArr, approximateLength);

cin.sync();

int factLengthString = factArrayLength(stringArr);

char modifiedArrSpaces[approximateLength];

deletePunctuation(stringArr, ' ', modifiedArrSpaces);

char modifiedArrCommas[approximateLength];

deletePunctuation(modifiedArrSpaces, ',', modifiedArrCommas);

char modifiedArrExclamationMark[approximateLength];

deletePunctuation(modifiedArrCommas, '!', modifiedArrExclamationMark);

char modifiedArrQuestionMark[approximateLength];

deletePunctuation(modifiedArrExclamationMark, '?', modifiedArrQuestionMark);

char modifiedArrSlash[approximateLength];

deletePunctuation(modifiedArrQuestionMark, '/', modifiedArrSlash);

char modifiedArrColon[approximateLength];

deletePunctuation(modifiedArrSlash, ':', modifiedArrColon);

char modifiedArrSemicolon[approximateLength];

deletePunctuation(modifiedArrColon, ';', modifiedArrSemicolon);

char modifiedArrRoundBracketLeft[approximateLength];

deletePunctuation(modifiedArrSemicolon, '(', modifiedArrRoundBracketLeft);

char modifiedArrRoundBracketRight[approximateLength];

deletePunctuation(modifiedArrRoundBracketLeft, ')', modifiedArrRoundBracketRight);

char modifiedArrSquareBracketLeft[approximateLength];

deletePunctuation(modifiedArrRoundBracketRight, '[', modifiedArrSquareBracketLeft);

char modifiedArrSquareBracketRight[approximateLength];

deletePunctuation(modifiedArrSquareBracketLeft, ']', modifiedArrSquareBracketRight);

char modifiedArrDash[approximateLength];

deletePunctuation(modifiedArrSquareBracketRight, '-', modifiedArrDash);

char modifiedArrQuotationMarks[approximateLength];

deletePunctuation(modifiedArrDash, '\"', modifiedArrQuotationMarks);

int factLength = factArrayLength(modifiedArrSlash);

deleteElipsisMarks(modifiedArrSlash, '.', finalModification, factLength);

factLengthFinal = factArrayLength(finalModification);

int checkWords = checkWordAmount(finalModification, factLengthFinal);

if (stringArr[factLengthString - 1] != '.' or factLengthFinal > 50 or checkWords == -1) {

cout << "Please, try again";

checkCorrectness = 0;

}

changeLetterCase(finalModification, factLengthFinal);

cout << "Your fixed array looks like: " << endl << finalModification << endl;

char backwardArray[approximateLength];

backwardArrayModification(finalModification, factLengthFinal, backwardArray);

cout << "Your string backwards looks like: " << endl << backwardArray << endl;

changeToCapitalLetter(backwardArray, factLengthFinal);

cout << "The backward string with the first letter of each word being turned into a capital one looks like: " << endl << backwardArray << endl;

cout << "What substring do you want to do find in your string: " << endl;

char substringArr[approximateLength];

cin.getline(substringArr, approximateLength);

cin.sync();

cout << "Linear Search: " << endl;

int countLinearSearch = linearSearch(finalModification, substringArr);

cout << "The amount of times your substring can be found in the string is " << countLinearSearch << endl;

cout << "Boyer-Moor Search: " << endl;

int countBoyerMoor = searchBoyerMoor(finalModification, substringArr);

cout << "The amount of times your substring can be found in the string is " << countBoyerMoor << endl;

}